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Singleton Pattern- II 

Welcome to this session! In the last session we were discussing about the singleton pattern, 

very simple pattern but very useful pattern, let us just review what we had discussed and we 

will continue from that point onwards.  
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The singleton pattern problem occurs in many situations that we want exactly one object of a 

class, exactly one object of a class and also all other classes need to access this single object. 

So that is the context in which the problem occurs that we need a single object somehow we 

must restrict creation to exactly one object and prevent instantiation of multiple objects and 

provide global point of reference, so that all classes can access this object. 
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We will give few examples where the singleton pattern occurs, so that in a problem that we 

are trying to solve we can determine when to use the singleton pattern. Let us look at this 

problem that configuration of a gaming application. The gaming application can be played at 

various levels preliminary level, intermediate level, expert level and so on and the features of 

the game, the rules of the game are different for different level that is set in the configuration. 

The current configuration is saved in a single object. The single object has all the rules that 

for a given level of the game what are the things that needs to be done, and therefore various 

objects of the game need to access this configuration object. The problem now is that we 

want to restrict to exactly one configuration object because multiple configuration object will 

be a problem; the game will become inconsistent and so on and also the global point of 

access that all other objects in the gaming application should be able to access it, how do we 

go about? 

We will use the singleton pattern in this situation, it will restrict creation of a single object 

and all other objects can access this object, the exact solution, how to create this object? How 

is the singleton pattern structure instantiation and so on, that we will see a little later. First we 

are looking at example applications where this pattern is useful or applicable. 
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Another example of a singleton pattern is that we have an application and the application 

needs to make a connection to the database. The database is a paid database, it is a 

commercial database and we have license of one connection and there are many objects in the 

application who will like to have open a connection to the database and get data from there. 

But because of the License Agreement, we should allow exactly one connection otherwise the 

connection may be refused or maybe there will be a heavy penalty if we have more than one 

connection to the database. And it is from the application point of view that we want to 

restrict the connection to be exactly 1.  

In this situation we use the singleton pattern which will allow a single connection. All the 

application objects who need a connection to the database will first request the singleton for 

the connection. In other words the singleton manages the connection to the database and if 

the connection is not taken by another object it will give the connection on request otherwise 

it will refuse and ask the object to it. 

But then the problem is that we must have exactly one singleton object here, otherwise again 

there will be multiple connections that might be occurring. 
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Another example, let us say we have a restaurant where there are different sections of the 

restaurant, let us say there is a section on Indian menu, there is another one European, another 

one just fast-food and so on. Now, different clients and different sections of the restaurant, 

they order but then the token number given to these different sections is to be unique because 

finally the kitchen will prepare the order and the order number has to be unique. Therefore, 

there has to be exactly one counter object which will generate the token numbers based on the 

token number it should be possible to identify exactly which customer and what is the order 

and so on. If there is a duplication of the counter object, then there will be going to be real 

chaos and we can use the singleton pattern here. The counter object is to be just a single 

unique object and then this singleton object the responsibility will be to generate the numbers 

and all objects in the restaurant application can access the singleton object. 
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There are many more applications where such singletons occur, just a few written here but 

then in application that you are likely to develop, you might also very likely get a situation 

where you can use the singleton pattern. One session manager per session, one file system, 

one shopping basket per customer in an E-commerce application, one logger, one 

configuration object, one account per user. Abstract factory and factory method these two 

patterns we will see little later and these two also make use of the singleton pattern. 
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Now let us look at the overall idea here, that we have a singleton object which will be 

accessed by many other objects, therefore the singleton should be accessible globally by 



various objects and also once they access this object it has to be unique, in no case multiple 

instances of singleton should be created, ofcourse we will see a situation where exactly two 

or exactly three singleton objects may be created. We call it as multi-ton and that is a 

variation of the singleton pattern. The singleton as it is guarantees that there will be exactly 

one object. But then we will see multi-ton where we relax this and say that there will be 

exactly two objects or maybe exactly three objects no more than that and so on. 
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Let us look at the main idea here, the main idea here is that the constructor of the singleton 

we make it private, so that no other object can instantiate a singleton the only way an instance 

can be created or access can be obtained is by the method of the singleton getInstance. All 

other objects who need the instance of the singleton are reference to the singleton they call 

the getInstance method. 

The getInstance method on the first call to the getInstance, it creates the single object and 

keeps track of the object itself, we had so far seen that when objects are created it is the 

aggregator who keeps track of those objects but here in the singleton the singleton itself the 

getInstance method of the class itself keeps track of the singleton. 

On the subsequent call to the getInstance, the first call the singleton gets created on 

subsequent calls it just returns the ID or the reference to the singleton that was created and no 

new instance is created and because all the creation requests and reference requests are routed 

through the getInstance method therefore it is possible to maintain a single instance of this 

singleton. 
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As we were mentioning that in contrast to other classes here the singleton itself creates and 

maintains its own ID. In the example of a book aggregation the book register used to create 

the book and keep the ID with itself but then here in the singleton objects the singleton itself 

creates it and keeps the ID itself. It intercepts all requests to get the reference and to create 

through the getInstance method, no one can call the create new cannot be called on singleton 

because the constructor is private. 

And as we will see, that the reference is maintained within the singleton as a static variable. 

Static variable maintains the reference to the instance once it is created and if there are 

subsequent calls to the getInstance it is returned based on what is stored in the static variable. 
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Now let us look at the class structure of a singleton, one is that we have a private variable 

unique instance this is the static private variable which maintains the instance of the singleton 

object and getInstance is the one which all clients of the singleton call and observe that the 

constructor is a private here.  

And then the singleton might have some responsibilities, it may offer some operations or 

data. For example, for a game configuration singleton it might provide data about the exact 

configuration of the game or maybe it will allow the connection to a database and so on. 

These are the data and operations these are the role of the singleton. 

But then two main methods here which ensured that there is a single object created is by 

making the constructor private and all requests to the singleton is through the getInstance 

method. The gate instance method is static and the gate instance returns the unique ID of the 

singleton object and the constructor is private and it is accessible only within the class by the 

gate instance.  

The gate instance can only call singleton, the outside objects cannot call the new on the 

singleton object because the constructor is private. Now let us look at the gate instance 

method. In the gate instance method, if the instance has not been created that is unique 

instance is null, we call the constructor here and get create the instance and store that in the 

unique instance and in all other cases if the unique instance is not null, it just returns the 

unique instance, that is the code for singleton getInstance of the singleton and a very simple 

code, very simple ideas but then very useful. 
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If we look at the sequence diagram, the client of the singleton calls getInstance there may be 

many clients calls this getInstance. The getInstance checks if the unique ID is null. If it is 

null, then it creates the instance through the new operation and gets the new instance created 

and the instance is written and the instance is given to the client and then the client can call 

specific method. On further requests, if the instance already exists then it just returns the 

instance that is the sequence diagram for the singleton. 
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Now this is an example code, this is the singleton class and then the unique instance we make 

it null initially, this is a private static singleton, but then the question is that why is it that we 

need to make the unique instance static? Let us try to answer this question as we go through 

the other methods.  

The singleton constructor is private no other outside object external objects can instantiate the 

singleton and then the gate instance returns a reference it is a static because even when no 

object has been created using the static method, the method can be accessed even when there 

is no instance of the singleton object. And then check the unique instance is null. If it is null, 

create the singleton and return unique instance and if it is not null, do not create it and we just 

return the unique instance, but then the question still remains that why is that the unique 

instance need to be static? For the getInstance, it need to be static because the method will be 

called even when there is no instance of the singleton object exists. 

Now that answers the question that why the unique instance need to be static, because a static 

method can only access the static variables and since it is accessing the unique instance and 

therefore unique instance must be static. A static method cannot access non-static variables 

because those ones get created after an instance is created. The static exists even when there 

is no instance created. 
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Now let us try to do one exercise on the singleton. Now let us say for a certain application, 

we want a singleton object which we will call as DBMgr, it manages the database connection 

and the clients can instantiate using get DBMgr and then it allows the connections, the 

requestor connection to the DBMgr object.  

But then we need to have exactly one instance of the DBMgr object because multiple 

instances of DBMgr if by chance they get created it will defeat the whole purpose of having a 

singleton and there can be multiple connections open because different DBMgrs will allow 

connections. So here, we need only one instance of the DBMgr which we will get by calling 

DBMgr.getDBMgr and then we can request for connection.  

Now, how do we write the code for this DBMgr class which is basically a singleton? Based 

on the code that we have the pattern code we can adapt here and write the DBMgr code can 

first attempt to do this based on the code that we had written for an example singleton pattern 

but if you try, then compare with the solution that we give here. 
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The uses of this will be that the clients getInstance of DBMgr by calling DBMgr dot get 

DBMgr, DBMgr is the singleton class and then based on the DBMgr reference they can 

request for connection. Now this is the code for the class DBMgr we have private static 

instance of the DBMgr which we name is P manager private manager which is null to start 

with.  

And then the constructor we make it private and then the important method here is the get 

DBMgr all other objects they call the gate DBMgr. And in the DBMgr first we check if the P 

manager is null, then we create new DBMgr and keep the reference in the P manager. 

Otherwise, just return the P manager and then it has the method get connection and the single 

DBMgr keeps track of the connection to get connection and return connection and if the 

connection is not taken by another object, it will approve the connection otherwise it will 

reject the connection. So that is the code for the DBMgr singleton application. 
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But then one insight into the singleton cannot we just have a class with a static method which 

is just does whatever necessary like get connection etc, why do we need a singleton object? 

We need not even create an instance of the object and the different clients just call the get 

static connection, the get connection. Just a static method, cannot it be sufficient? The answer 

is that there will be several problems if you try to do this. For some situation it may work that 

you have like a very simple situation you have a class with a static method and then that 

manages the connection.  So no objects are created here but then the problems will be lack of 

flexibility, we cannot really pass a class like this as argument into another class.  

Whereas object reference singleton reference can be passed and also if this is the situation 

that we have a class and just a static method we cannot extend it and add new functionality. 

So in many situations we need to extend the singleton to do slightly different work and if we 

just have a static method we cannot really extend and override the methods of the singleton. 
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Now let us try to solve this problem of the random number generator. For a restaurant we 

have this random number generator class which generates a token number and then we want 

to write the singleton class definition here we have filled some part of the class definition of 

written public class RandomGenerator and then we have made the constructor private.  

Now, there are other methods of the RandomGenerator like next number etc., which also you 

have written but now we need to write the code here for the getInstance, already the 

constructor is private new we cannot generate an object using the new. Now we need to have 

a getInstance using which all clients can try to get the reference of this if the reference 

already exists it will be written otherwise it will be created and written. 

So please try to write the code here and here the code that is required is that we have the 

private static random number generator. So here we generate new random number generator 

so in the reference in this code this is slight variation of the code that we have seen here seen 

earlier here during instantiation itself during the class loading we are already creating an 

instance and then we just return the instance. 

Here even before the first request comes the instance is generated and then each time only the 

reference to the singleton object created but then this code sometimes is not really very good 

because the instance is getting created even when we do not have any use for the singleton 

object always the instance is getting created. 
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But maybe it is a good idea to create the object only when the first request comes and that we 

call as lazy instantiation. In the lazy instantiation, only when the first request comes the 

singleton object is created and for the subsequent requests the reference is returned. The other 

insight that we need to consider is that when sub classing of the singleton is required.  

In this case, we cannot make the constructor private because then the derived classes it will 

be difficult to instantiate the singleton and therefore we need to make it protected and in this 

situation after sub-classing the derived classes can create the singleton instance. 
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But what about multiple singletons? Is it possible that the code that we had discussed so far is 

it possible that by any chance multiple singletons will appear we had taken all precaution and 

made the constructor private all the access was through the gate instance and so on but is it 

possible that multiple singletons can materialize?  

Yes, in some situations the code that we have so far shown or discussed multiple singletons 

can appear and therefore the very guarantee that the singleton object class provides will be 

disrupted. Now, we are almost at the end of this class.  

In the next session, we will look at the situation when the code that we had shown is 

insufficient to guarantee a singleton object, multiple singletons can materialize and we will 

refine the code that had discussed so far to prevent the occurrence of multiple singletons. 

Thank you.  

 


