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Hello everyone, welcome to this lecture. So, we had seen in the last lecture what Yao’s garbling 

scheme is. So, we will now see the full-fledged secure 2PC protocol using the Yao’s garbling 

scheme and then we will see some of the recent developments which has happened in the 

context of Yao’s garbling scheme. 
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Here is the full Yao’s 2-party protocol. To make it very simple, we consider a very simple 

function namely, a 2-party AND function of course, there could be a function which is 

enormously large, enormously complex and represented by a very complex Boolean circuit, 

but let us make it first very simple. And we consider the case where we have Alice and Bob 

with private bits 𝑥 and 𝑦 respectively and they want to obtain output 𝑧. 

 

Right now, you might be wondering that we have already proved that it is impossible to 

compute securely the AND function, but that was in the context of perfect security where one 

of these 2 parties could be corrupted by a computationally unbounded adversary. Now, we are 

in the cryptographically secure world where the corrupt party is only polynomially time 

bounded. Now, we will see how, using the Yao’s 2-party protocol, we can allow Alice and Bob 

to securely computer and have their private bits. 

 

So, as part of the protocol description, we can assign the role of garbled circuit constructor to 

one of these 2 parties and a garbled circuit evaluator to the other party. So, for simplicity, let 

us make Alice the constructor and Bob as the evaluator. So, what does Alice have to do? Alice 

has to first garble the wires. So, how she can garble the wires? For the 𝑥 wire, she will assign 

2 indistinguishable encryption keys. 

 

For the 𝑦 wire, she will assign 2 indistinguishable keys, for the 𝑧 wire, she will assign 2 

indistinguishable encryption keys and only she will know the labels of the assigned keys. And 

for simplicity, let us take a concrete instantiation of the protocol where the values of 𝑥 and 𝑦 

are both 0 and hence output will be 0. So, the security property that we will require here is that 

if Alice is corrupt, anyhow, she knows that her input is 0. 

 

So the final output she will know is 0, but we require that she should not learn anything about 

𝑦. If Bob is corrupt similarly, he should not learn anything, whether 𝑥 was 0 or X was 1. So, 

this is how Alice will do the garbling of the wires. And now she will prepare the double 

encryptions by encrypting the keys 𝑘3
0, 𝑘3

1, appropriately using the key combinations assigned 

to the 𝑥 wire and 𝑦 wire and randomly shuffling the 4 cipher texts. 

 

What she will give to the evaluator? She will give to the evaluator, the garbled circuit. In this 

example the circuit consists of just a single gate. So, she will give Bob all the 4 cipher texts 



associated with this AND gate. Remember, these ciphertexts are shuffled that means it is not 

the case that 𝑐1 is for the first row of the truth table of the AND function or 𝑐4 is for the last 

row of the truth table of the AND function. 

 

And it also gives Bob the decoding information. So, what is the decoding information? The 

labels of the keys assigned to the 𝑧 wire. So, 𝑘3
0, 𝑘3

1; both of them will be given to Bob along 

with the label that the first key is for 𝑧 = 0, the second key is for 𝑧 = 1. As of now, nothing 

about 𝑥 and 𝑦 have been exchanged. Now, since the input 𝑥 belongs to Alice and the value of 

𝑥 that we are taking in this execution is 0. What Alice will provide to Bob is the following. It 

will provide the encoded 𝑥 since 𝑥 is 0, encoded 𝑥 is nothing but the key corresponding to 𝑥 

being 0. 

 

Now Bob will be just seeing the key, from the key it cannot figure out whether it is seeing the 

key for 𝑥 being 0 or whether it is seeing the key for 𝑥 being 1. That preserves the privacy of 

Alice’s key. And now, we have to also provide Bob’s encoded 𝑦. Here, encoded 𝑦 means the 

key corresponding to the bit 𝑦 and 𝑦 in this case is 0. So, somehow Alice should provide Bob, 

the key corresponding to the 𝑦 wire or the second wire where 𝑦 is 0. 

 

But how can Alice provide that key to Bob? Because Bob cannot go and directly tell Alice that 

his input is 0, and request her to give the key for, 𝑦 being 0, because that breaches the privacy 

of Bob. And on the other hand, we cannot ask Alice to give both the keys to Bob, corresponding 

to 𝑦, because that will be a security breach. Because remember, for security purposes, we need 

the invariant that over each wire, only one of the keys should be available to Bob, or to the 

evaluator. 

 

If Bob is given both the keys corresponding to 𝑘2 being 0 and 𝑘2 being 1, then he will be able 

to decrypt more than 1 double encryption here. And then comparing it later with the decoding 

information, it can figure out whether it has participated in input configuration, 𝑥 being 0 and 

𝑦 being 0 or 𝑥 being 1 and 𝑦 being 0. So, that is fine for the security purpose, he cannot directly 

go and give Bob both the keys for the bit 𝑦. So, now we are now faced with a problem. 

 

Bob wants only one of the 2 keys. So, there are 2 keys assigned to the value 𝑦, Bob wants only 

one of them without actually telling which of the 2 keys he is interested in. But it turns out that 



we already have seen mechanism to get around this problem and the mechanism is to execute 

an oblivious transfer protocol. So, Bob will participate as a receiver in an instance of oblivious 

transfer protocol. The inputs for the Alice as a sender in the OT instance will be the keys 

corresponding to the 𝑦 wire. 

 

And the input as a receiver for Bob will be his value of 𝑦. From the correctness property of the 

oblivious transfer, Bob will obtain only the key corresponding to 𝑦 = 0, it will not learn 

anything about the other key. So, now Bob will start evaluating the circuit, he has only one key 

for 𝑥, one key for 𝑦. 

 

So, he knows that the key that it has got for the 𝑦 wire is actually for 𝑦 = 0 that is not a breach 

of privacy, because anyhow, Bob himself is the owner of the 𝑦 input, but the privacy of the 𝑥 

input is preserved because for the 𝑥 wire, Bob is not aware of the label of the key. And now he 

has 4 cipher texts here. Assuming this encryption scheme, which has been used here has special 

correctness property, it is only one of the cipher texts which he will be able to decrypt. 

 

In this case, he will be only able to decrypt the cipher text which has been encrypted using the 

key combination 𝑘1
0, 𝑘2

0 and after decrypting that ciphertext he will obtain the message which 

has been encrypted. In that ciphertext the message which has been encrypted in that ciphertext 

will be 𝑘3
0, because that is how Alice would have prepared the double encryptions. And now, 

by comparing this 𝑘3
0 with the decoding information that Bob has, it will be able to figure out 

that output of the function is 0 and it can tell the result to Alice. 

 

So, now you can see that we require only a fixed amount of interaction between Alice and Bob. 

You might be wondering that what if we have more than one gate in the circuit? Does the Yao 

protocol ensure that still Alice and Bob have to interact only a fixed number of times? And 

answer is yes. 
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So, now imagine that there is a very big function, very complex function, where there are 

multiple input bits for Alice and multiple input bits for Bob. For simplicity, I am assuming that 

they have the same number of inputs odd number of inputs, but that may not be the case. It 

might be case that Alice has say 100 input bits, Bob has 200 input bits and so on. And there is 

a huge Boolean circuit, which they want to securely evaluate. 

 

Yao’s 2 party protocol will still require Alice and Bob to interact constant number of times. 

So, here is how the protocol will proceed. Alice will garble the entire circuit; garbling the entire 

circuit means for each wire assigning 2 indistinguishable keys for each gate prepare 4 double 

encryption. And all those double encryptions are randomly permuted for each gate and given 

to Bob plus the decoding information. 

 

Namely for the output wires of the function or the circuit, give Bob both the keys along with 

the labels. And for her own input bits, 𝑥1, 𝑥2, … , 𝑥𝑟 , the keys corresponding to those bits, but 

without the labels, are given by Alice to Bob and this requires only one round of interaction. 

For doing this, Alice has to go over the entire circuit once. Now, it is the Bob's turn to get the 

keys corresponding to his input bits. 

 

So, I am assuming here that Bob has odd number of input bits, so, we have to execute 𝑟 

instances of oblivious transfer protocol here. Alice will be acting as the sender in all these OT 

instances. For the first OT instance, she will participate with the keys𝑦1
0, 𝑦1

1. for the second 

wire and Bob will be participating with choice bit being 𝑦1 and as a result it will obtain only 

the key corresponding to 𝑦1. 



 

Bob will obtain the key corresponding to 𝑦1 depending upon the value of his choice bit 𝑦1. In 

the same way for the 𝑟th OT instance, Alice will participate as sender with the 2 

indistinguishable keys that it has assigned for 𝑦𝑟. So, all these are keys corresponding to the 

bits 𝑦1, 𝑦2, . . , 𝑦𝑟 and Bob is participating as a receiver in this OT instances with the exact value 

of his input bits. 

 

And depending upon the exact value of his input bits Bob receives the corresponding keys and 

will now be having encoded 𝑥,and encoded 𝑦. And all these OT instances can be executed in 

parallel. And OT can be executed in constant number of rounds. So, all these OT instances can 

be executed in 1 shot. And now once Bob has encoded 𝑥, encoded 𝑦 plus the garbled circuit, it 

can start evaluating the circuit gate by gate. 

 

For each gate it has to try opening all the 4 ciphertexts, one of the ciphertexts will be opened 

or decrypted, it will obtain the corresponding message and assign it as the key to the output of 

that gate and so on and once that has obtained all the garbled output, the garbled output will be 

decoded using the decoding information that will help Bob to find out the exact value of the 

function output which it can now communicate back to Alice. 

 

And hence Alice and Bob both learn the function output. So, that is how the entire protocol 

will work. And you can now see that irrespective of how many gates are there, what is the 

multiplicative depth of the circuit? It requires only a constant number of interactions between 

Alice and Bob here. So, proving the security of Yao’s protocol is slightly challenging here due 

to interest of time I am not going into the full formal details, but I have already discussed a 

reference to see the full security proof here. 

 

Intuitively, let us try to understand why exactly this whole protocol is secure. Consider the case 

when Alice is corrupt. When Alice is corrupt, does she learn anything about Bob's input? And 

the answer is no, because that boils down to basically the receiver’s privacy from the OT 

instances. Because after these OT instances, there is no interaction between Alice and Bob, it 

is only the clear function output which is given back from Bob to Alice. 

 



And based on 𝑥 and 𝑧, whatever Alice can infer about 𝑦 that is anyhow being allowed to be 

inferred. So, the only scope for potentially corrupt Alice to learn anything about 𝑦 is during the 

OT instances, but OTs ensure that receiver’s privacy is maintained and hence nothing about 𝑦 

is revealed to a corrupt Alice. Now, consider the case when Bob is corrupt. And when Bob is 

corrupt, we have to argue whether it learns anything about 𝑥 or not. 

 

Well, it sees the encoded 𝑥 and encoded 𝑥 is basically a bunch of unlabeled keys, those keys 

are indistinguishable keys and hence Bob cannot figure out whether it is seeing the keys for 𝑥1 

being 0, 𝑥2 being 1 and so on. But, it is also obtaining the garbled circuit and in the garbled 

circuit it is seeing 4 double encryptions. One of those double encryptions he will be able to 

open and we have to argue that it does not learn anything about what ciphertext it has opened. 

 

So, for instance, if I consider a garbled AND gate where the 4 double encryptions are randomly 

permuted; even though they are randomly permuted, Bob knows that 3 of these ciphertexts 

encode or encrypt the output key corresponding to 0. And only one of the ciphertext encrypt 

the output key corresponding to 1, that much information Bob has because that is the property 

of the AND gate. 

 

Now, suppose it is able to find out somehow it gets a sense that out of this 𝑐1, 𝑐2, 𝑐3, 𝑐4 it figures 

out that 𝑐1, 𝑐3 and 𝑐4 are encryptions of the same message, and 𝑐2 is an encryption of a different 

message. Suppose it gets a hint of that based on the garbling function and so on, then that itself 

is a breach of privacy. Because even if it learns that out of these 4 ciphertext, a subset of 

ciphertext, encrypt the same output message and another subset of ciphertext encrypt another 

message. 

 

Then that is also a breach of privacy because ideally, we require that Bob should not learn 

anything regarding the position of the rows of the truth table and the labels of the output keys 

and so on. And arguing it formally based on the fact that for the input of this garbled AND gate 

Bob will be having only 1 key for both the input wires is slightly challenging him. But we can 

still formally prove that even though Bob has 𝑐1, 𝑐2, 𝑐3𝑐4. 

 

If I consider say for instance the AND input gates to be 𝑎, 𝑏 and output to be 𝑐 and we have 

the key pairs(𝑘𝑎
0, 𝑘𝑏

0), (𝑘𝑎
0, 𝑘𝑏

1), (𝑘𝑎
1, 𝑘𝑏

0) and (𝑘𝑎
1, 𝑘𝑏

1). And say Bob gets the keys 𝑘𝑎
0 and 𝑘𝑏

1, 



then even though the ciphertexts which are prepared here are using these 4 keys. For one of the 

ciphertext Bob will be having both the keys, say it is 𝑘𝑎
0 and 𝑘𝑏

1. So, it can be completely 

decrypted by Bob. 

 

But for the other ciphertext Bob does not have both the keys but he has one of the keys. So, for 

instance, if I take the first ciphertext, it is in encrypted using 𝑘𝑎
0 and 𝑘𝑏

0. So, 𝑘𝑎
0 is available with 

Bob but he does not have 𝑘𝑏
0. So, we have to formally argue that even though he has one of the 

2 keys with which first ciphertext is prepared, it does not learn anything about what is kept 

inside and does not learn what anything about what is kept inside. 

 

By that I formally mean even the fact that whether it is the same thing which is encrypted in 

the other ciphertext or not, no, not even the position. So, arguing it formally is slightly 

challenging, but we can prove that indeed if our symmetric encryption scheme has say CPA 

security property and the special correctness property then a corrupt Bob, who for each of the 

gates has only just a single pair of key corresponding to the 2 input wires cannot learn anything 

about what is encrypted in the remaining three cipher texts. So, that intuitively proves the 

privacy for Alice from a potentially corrupt power. 
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So, now, let me quickly go through some of the recent developments, which has happened in 

the regime of Yao’s garbling, because Yao’s protocol is very fundamental, it gives you very 

strong guarantees, because it requires a constant number of rounds here and hence, it might be 

very useful in practical scenarios, where the parties do not want to talk too many times. So, 

there are various interesting optimizations which have been proposed. 



 

So, one of these optimizations is called as point and permute technique, which we will see in 

the next lecture introduced in this paper. And this technique ensures that you do not require 

any special correctness property from your underlying symmetric encryption scheme. So, even 

if you take a regular CPA secure encryption scheme based on AES and based on modes of 

operations, even without requiring special correctness property, we can ensure that the 

evaluator opens the right ciphertext for each of the gates without actually knowing what 

ciphertext it is opening, whether it is corresponding to the first row of the truth table or second 

row of the truth table, third row of the truth table and so and more importantly, the evaluator 

does not have to try decrypting or opening all the 4 ciphertext. Magically it will know that this 

is the ciphertext which I have to decrypt without knowing anything regarding the position of 

that ciphertext out of the 4 ciphertext. 

 

And we have another technique called garbled row reduction method proposed in the same 

paper, which reduces the size of the garbled gates from 4 ciphertexts to 3 ciphertexts. And this 

is a significant saving, because if you see closely, even though Yao’s protocol is a constant 

round protocol for each gate, we have to prepare 4 ciphertext and communicate it to the 

evaluator. 

 

So, if you have say a million number of gates, we are actually creating 4 million ciphertexts 

and the cipher text size will be tremendously large even if we are using symmetric encryption 

and say each cipher text size is 256 bits. Computing and communicating 4 million ciphertexts 

of size 256 bits is an enormous amount of computation and communication. So, even if we can 

reduce the size of each garbled gate by 1 ciphertext that is a tremendous saving practically. 

 

So, this garbled row reduction method enables one to garble the gates in such a way that instead 

of 4 ciphertext, we require only 3 ciphertext for each gate. Then there is a series of work which 

tries to further reduce the number of ciphertext for each garbled gate. So, these papers propose 

garbling techniques we are for each gate, only 2 ciphertexts have to be computed as part of 

garbling. 

 

And then there is this very nice cute method which is called as free XOR method which allows 

to garble the XOR gates in such a way that you do not require any ciphertext to be computed 

as part of garbling. So, this is something equivalent to your linearity property where the 



garbling will be done in such a way that for garbling the XOR gate, no ciphertext have to be 

computed and communicated. 

 

And magically when evaluator is evaluating a XOR gate based on the keys which it possesses 

for the inputs of the XOR gates it can automatically obtain the right key corresponding to the 

output of the XOR gate and this is a very, very significant reduction because now you can 

imagine that in your circuit if you have a vast amount of XOR gates then you can evaluate them 

freely. 

 

The garblers do not have to do anything to garble those XOR gates, the evaluator do not have 

to do any decryption operation for evaluating those garbled circuits. So, that is why this is a 

very, very important optimization. 
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So, there are lots of references which you can find in the internet regarding the Yao’s garbling 

scheme, recent optimizations and so on. So, at CRIS lab, Indian Institute of Science, some time 

back, we conducted a study group specifically to discuss the garbling scheme starting from the 

historical result and discussing all the way the state of the odd results. So, you are referred to 

this link; there you can get all the important and relevant references. Thank you. 


